Вариант 15 В одномерном массиве, состоящем из n вещественных элементов, вычислить:

количество элементов массива, больших С;

произведение элементов массива, расположенных после максимального по модулю элемента;

преобразовать массив таким образом, чтобы сначала располагались все отрицательные элементы, а потом — все положительные (элементы, равные 0, считать положительными).

Лабораторная работа №1. Массивы в языке Си

При решении задач с большим количеством данных одинакового типа использование переменных с различными именами, не упорядоченных по адресам памяти, затрудняет программирование. В подобных случаях в языке Си используют объекты, называемые массивами.

Математическим понятием, которое привело к появлению в языках программирования понятия «массив», являются матрица и её частные случаи: вектор-столбец или вектор-строка.

Массив - это непрерывный участок памяти, содержащий последовательность объектов одинакового типа, обозначаемый одним именем.

Массив характеризуется следующими основными понятиями:

Элемент массива (значение элемента массива) – это значение, хранящееся в определенной ячейке памяти, расположенной в пределах массива. Элементы матриц в математике принято обозначать с использованием индексов. В языке Си для этого используются квадратные скобки.

Например,

int a[10]; /\*определен массив из 10 элементов a[0], a[1], …, a[9]

float z[2][3]; /\*определен двумерный массив из двух строк и трёх столбцов

Элементы двумерного массива z можно перечислить так:

z[0][0], z[0][1], z[0][2] – элементы первой строки;

z[1][0], z[1][1], z[1][2] – элементы второй строки.

Обратите внимание, что индексы элементов массива в языке Си начинаются с 0, т.е. индексы элементов изменяются от 0 до n-1, где n – количество элементов в массиве.

Ограничений на размерность массивов, т.е. на числе индексов, в языке Си теоретически нет. Однако чаще всего используются одномерные и двумерные массивы.

Каждый элемент массива, таким образом, характеризуется тремя величинами:

· индексом элемента (порядковым номером элемента в массиве);

· значением элемента;

· адресом элемента - адресом начальной ячейки памяти, в которой расположен этот элемент.

Адресом всего массива является адрес элемента массива с индексом 0.

Имя массива – идентификатор, используемый для обращения к элементам массива.

Размер массива – количество элементов массива

Размер элемента – количество байт, занимаемых одним элементом массива.

Графически расположение массива в памяти компьютера можно представить в виде непрерывной ленты адресов.
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Представленный на рисунке массив содержит q элементов с индексами от 0 до q-1. Каждый элемент занимает в памяти компьютера k байт, причем расположение элементов в памяти последовательное.

Адреса i-го элемента массива имеет значение: n+k·i.

Адрес массива представляет собой адрес начального (нулевого) элемента массива. Для обращения к элементам массива используется порядковый номер (индекс) элемента, начальное значение которого равно 0. Так, если массив содержит q элементов, то индексы элементов массива меняются в пределах от 0 до q-1.

Длина массива – количество байт, отводимое в памяти для хранения всех элементов массива.

ДлинаМассива = РазмерЭлемента \* КоличествоЭлементов

Для определения размера элемента массива может использоваться функция

int sizeof(тип);

Например,

sizeof(char) = 1;

sizeof(int) = 4;

sizeof(float) = 4;

sizeof(double) = 8;

Объявление и инициализация массивов

Для объявления массива в языке Си используется следующий синтаксис:

тип имя[размерность]={инициализация};

Инициализация массивов при объявлении не является обязательной.

Инициализация представляет собой набор начальных значений элементов массива, разделенных запятыми.

int a[10] = {1, 2, 3, 4, 5, 6, 7, 8, 9}; // массив a из 10 целых чисел

Если массив проинициализирован при объявлении, то константные начальные значения его элементов указываются через запятую в фигурных скобках. В этом случае количество элементов в квадратных скобках может быть опущено:

int a[ ] = {1, 2, 3, 4, 5, 6, 7, 8, 9};

Если количество начальных значений меньше, чем объявленная длина массива, то начальные значения получат только первые элементы массива (с меньшими значениями индекса):

int a[10] = {7, 8, 9};

В данном примере определены значения только первых трех элементов массива а: a[0]=7, a[1]=8, a[2]=9. Элементы a[3], … , a[9] не инициализированы.

Однако часто требуется задавать значения элементов массива в процессе выполнения программы. При этом используется объявление массива без инициализации. В таком случае указание количества элементов в квадратных скобках обязательно.

int a[10];

Для задания начальных значений элементов массива очень часто используется параметрический цикл:

#include <stdio.h>

int main() {

int a[5]; // объявлен массив a из 5 элементов

int i;

// Ввод элементов массива

for(i=0; i<5; i++) {

printf("a[%d] = ", i);

scanf("%d", &a[i]); // &a[i] - адрес i-го элемента массива

}

// Вывод элементов массива

for(i=0;i<5;i++) {

printf("%d ",a[i]); // пробел в формате печати обязателен

}

return 0;

}

На этапе отладки программы для того, чтобы задать значения элементам массива, часто пользуются счетчиком случайных чисел:

#include <stdio.h>

#include <stdlib.h>

#include <conio.h>

int main() {

int a[5]; // объявлен массив a из 5 элементов

int i;

// Инициализация счетчика случайных чисел

printf("Press any key\n");

srand (getch());

// Задаем значения элементов массива с помощью счетчикам случайных чисел

for(i=0; i<5; i++) {

a[i] = rand () % 100 – rand () %100; // Получим числа от -99 до +99

printf("%d ", a[i]);

}

//

ВЫПОЛНЕНО

#include <stdio.h>

#include <stdlib.h>

#include <conio.h>

#include <time.h>

*int* main()

{

*int* n;

printf("enter size of the array: ");

scanf("%d", &n);

*int* array[n];

// srand(getch());

srand(time(NULL));

for (*int* i = 0; i < n; i++)

{

array[i] = rand() % 100 - rand() % 100;

printf("%d ", array[i]);

}

*int* c;

printf("\nenter C: ");

scanf("%d", &c);

*int* cn = 0;

for (*int* i = 0; i < n; i++)

{

if (array[i] > c)

{

cn += 1;

}

}

printf("1) count of numbers larger then %d is %d", c, cn);

*int* max, max\_i;

max = array[0];

for (*int* i = 0; i < n; i++)

{

if (abs(array[i]) > abs(max))

{

max = array[i];

max\_i = i;

}

}

*float* max\_mul = 1;

for (*int* i = max\_i + 1; i < n; i++)

{

max\_mul \*= array[i];

}

printf("\n2) maximum value with abs = %d on index = %d | multiply of numbers after = %f", max, max\_i, max\_mul);

for (*int* i = 0; i < n - 1; i++)

{

for (*int* j = 0; j < n - i - 1; j++)

{

if (array[j] > array[j + 1])

{

*int* tmp = array[j];

array[j] = array[j + 1];

array[j + 1] = tmp;

}

}

}

printf("\n3) sorted array \n");

for (*int* i = 0; i < n; i++)

{

printf("%d ", array[i]);

}

return 0;

}

Результат

![](data:image/png;base64,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)

Разбор кода.

#include <stdio.h>

Подключает стандартную библиотеку ввода-вывода, что позволяет использовать функции, такие как printf и scanf.

#include <stdlib.h>

Подключает библиотеку для работы с библиотечными функциями, такими как rand и srand, а также для управления динамической памятью.

#include <conio.h>

Подключает библиотеку для работы с консольными вводами/выводами. Эта библиотека не стандартная и может не поддерживаться на некоторых компиляторах, например, на GCC.

#include <time.h>

Подключает библиотеку для работы с временем, позволяя использовать функции, такие как time, для генерации случайных чисел.

int main()

Начало основной функции main, с которой начинается выполнение программы.

{

int n;

Объявляет целочисленную переменную n, которая будет использоваться для хранения размера массива.

printf("enter size of the array: ");

Выводит на экран сообщение с просьбой ввести размер массива.

scanf("%d", &n);

Считывает целое число, введенное пользователем, и сохраняет его в переменной n.

int array[n];

Объявляет массив array размером n. Это позволяет создать массив переменной длины.

srand(time(NULL));

Инициализирует генератор случайных чисел на основе текущего времени, чтобы при каждом запуске программы генерировались разные случайные числа.

for (int i = 0; i < n; i++)

Начинает цикл for, который будет выполняться от 0 до n-1.

{

array[i] = rand() % 100 - rand() % 100;

Заполняет каждую ячейку массива array случайным значением, полученным разностью двух случайных чисел от -99 до 99.

printf("%d ", array[i]);

Выводит на экран текущее значение элемента массива.

}

Закрывает цикл for, завершив инициализацию и вывод элементов массива.

int c;

Объявляет целочисленную переменную c, которая будет использоваться для получения значения от пользователя.

printf("\nenter C: ");

Выводит сообщение с просьбой ввести значение C.

scanf("%d", &c);

Считывает введенное пользователем значение и сохраняет его в переменной c.

int cn = 0;

Объявляет целочисленную переменную cn и инициализирует ее нулем. Эта переменная будет использоваться для подсчета количества элементов массива, больших c.

for (int i = 0; i < n; i++)

Начинает цикл for, который будет выполняться от 0 до n-1.

{

if (array[i] > c)

Проверяет, больше ли текущий элемент массива array[i] значения c.

{

cn += 1;

Если условие верно, увеличивает счетчик cn на 1.

}

}

Закрывает условие if и цикл for.

printf("1) count of numbers larger than %d is %d", c, cn);

Выводит на экран количество элементов массива, больших c.

int max, max\_i;

Объявляет целочисленные переменные max и max\_i, которые будут использоваться для хранения максимального значения массива и его индекса соответственно.

max = array[0];

Инициализирует max первым элементом массива array.

for (int i = 0; i < n; i++)

Начинает цикл for, который будет выполняться от 0 до n-1.

{

if (abs(array[i]) > abs(max))

Проверяет, является ли абсолютное значение текущего элемента массива array[i] больше абсолютного значения max.

{

max = array[i];

max\_i = i;

Если условие верно, обновляет max и сохраняет индекс max\_i в i.

}

}

Закрывает условие if и цикл for.

float max\_mul = 1;

Объявляет переменную max\_mul типа float и инициализирует ее единицей. Эта переменная будет использоваться для хранения произведения элементов после максимального.

for (int i = max\_i + 1; i < n; i++)

Начинает цикл for, который проходит по массиву, начиная с элемента, следующего после max\_i, до конца массива.

{

max\_mul \*= array[i];

Умножает max\_mul на текущий элемент массива array[i].

}

Закрывает цикл for.

printf("\n2) maximum value with abs = %d on index = %d | multiply of numbers after = %f", max, max\_i, max\_mul);

Выводит на экран максимальное значение max, его индекс max\_i и произведение всех элементов после него.

for (int i = 0; i < n - 1; i++)

Начинает внешний цикл for для сортировки массива методом пузырька. Этот цикл будет выполнять сравнения между элементами массива.

{

for (int j = 0; j < n - i - 1; j++)

Начинает внутренний цикл for, который проходит по массиву, исключая уже отсортированные элементы.

{

if (array[j] > array[j + 1])

Проверяет, больше ли текущий элемент array[j] следующего элемента array[j + 1].

{

int tmp = array[j];

array[j] = array[j + 1];

array[j + 1] = tmp;

Если условие верно, меняет местами элементы array[j] и array[j + 1] с помощью временной переменной tmp.

}

}

}

Закрывает условие if, внутренний цикл for, а затем внешний цикл for.

printf("\n3) sorted array \n");

Выводит сообщение о том, что будет показан отсортированный массив.

for (int i = 0; i < n; i++)

Начинает цикл for, чтобы вывести отсортированный массив.

{

printf("%d ", array[i]);

Выводит каждый элемент отсортированного массива.

}

Закрывает цикл for, который выводит элементы массива.

return 0;

}